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**Using a stopwatch to determine if using secure coding, mutability and garbage collector effects performance levels of a program.**

## 

## 1.0Introduction

This assignment was to develop a software artefact using techniques to help make the code more secure. The topics chosen for this artefact where secure coding, garbage collector and mutability. The Artefact which was created contained a number of classes that used different techniques to help resolve different threading problems.

In order to check if making code more secure does affect performance two artefacts will have to be created. One will use a prepared statement and will have secure coding procedures, garbage collector and mutability. The other programs will use the standard jdbc method and will have no other features. Both artefact will allow the user to insert, delete and update records and uses a switch to allow easy navigation through the artefact.

A stopwatch class was also created the stopwatch class will be used to tell the time it took for each of insertions, deletion and updated to occur. The stopwatch class will be used in both versions of the artefact. A user class was also created which was used to help print out all the details from the database. This will only be used for the prepared statement version of the artefact. A sample database called user details was created and it contained over 10,000 records as this would be a reasonable size to measure the performance levels.

## 1.1Title

Using a stopwatch to determine if using secure coding, mutability and garbage collector effects performance levels of a program.

**2.1Research overview**

### **2.2 Garbage Collector**

In the Java programming language, dynamic allocation of objects is achieved using the garbage collector. The Garbage collector is a memory management feature of the java programming language. The Garbage collector combats heap fragmentation (Venners,2015). An example of a garbage collector is a daemon thread. The garbage collector also helps ensure program integrity, ensuring better performance and security measures. It makes java memory more efficient because garbage collector removes the unreferenced objects from heap memory. It allows the user to not worry about freeing up allocated memory. Figure 2.1 below, demonstrates the Garage collector in conjunction with used memory within the system, providing the figures before and after the method is called.
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Fig1.1 Code used for the garbage collector.

### **2.3 Secure Coding**

Secure coding can be most intuitively defined as the act if writing secure programs. Secure programs are programs that cannot be manipulated into performing illegal operations. (Bar-el,2015). Secure coding has become big in recent years as security gaps in software can have many implications for companies. Last year TalkTalk lost over 60 million and lost nearly 100,000 after a cyber-attack (Farrell, 2016). Also the use of prepared statements for the artefact will ensure that dos (denial of service) attacks are much hard to take place. Dedicated website such as cert have been setup to help teach secure coding practices and have setup 10 principal techniques ( Seacord,2011).  Here are some of the techniques that were used in the artefact.

1. **Validate input.** Validate input from all untrusted data sources. Proper input validation can eliminate the vast majority of software [vulnerabilities](https://www.securecoding.cert.org/confluence/display/c/BB.+Definitions#BB.Definitions-vulnerability). Be suspicious of most external data sources, including command line arguments, network interfaces, environmental variables, and user controlled files (Seacord, 2005).

**Keep it simple.** Keep the design as simple and small as possible (Saltzer ,1975). Complex designs increase the likelihood that errors will be made in their implementation, configuration, and use. Additionally, the effort required to achieve an appropriate level of assurance increases dramatically as security mechanisms become more complex.

### **2.4 Mutability**

For this artefact immutable objects will be used as they make the code more secure. The following sentences explain is the difference between the two objects.

Immutable Objects are when you have a reference to an instance of an object, the contents of that instance cannot be altered. The opposite of immutable is Mutable Objects. Mutable objects are When you have a reference to an instance of an object, the contents of that instance can be altered (O'Meara,2003).

Normally immutability in java is achieved through following steps (Gupta,2013).

1. Don’t provide mutator methods for any field
2. Make all fields final and private
3. Don’t allow subclasses by declaring the class final itself
4. Return deep cloned objects with copied content for all mutable fields in class

Using a final String means that the string cannot be changed which is good for security reasons. Fig 1.2 shows how in this artefact how immutable objects were used in thus artefact. The user class also had no setters which is another part of immutability.
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Fig1.2 example of code use to make object immutable

**3.0 Tests conducted**

**3.1 Test One**

The first test that was carried out was a simple but effective and was see how easy it was to crash the two versions of the artefact by using unit testing. Some of the test that where carried where check to what happens when an into is entered in for a string and vice versa. The more exception handling in the code decrease the chance of it been broken. Additional teste where done on the version 2 of the artefact. The test where conducted where too see what happens when the user tries to delete a user\_id not present in the database.

**3.2 Results test one**

The test was a very simple but worthwhile exercise. The artefact without any exception handling was very easy to break which was expected. Whereas the second version of the artefact was a lot more difficult as there was a lot of exception handling and also a try catch finally was used which is another additionally security measure was used. When the user tries to delete a record not present a simple message comes up on the screen asking them to enter a valid number and keeps looping around until a correct user\_id is found. Fig2.1 shows an example of the exception handling being used.

![](data:image/png;base64,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)

Fig2.1 showing Exception handling in action

**Test Two**

The second test carried out is too see how adding all these extra security features will have an impact on the performance on the artefact. Version will use the jdbc connection method and has no other extra functionality added to it. The stopwatch class was used to time how long each the insert, delete, and update methods took to perform.

In version two of the artefact it used a prepared statement and had extra functionality such as secure coding, garbage collector and immutable objects. The stopwatch was again used for this version to time the objects

**2.3 Results test one**

The results from this test shows that using a program that contains secure coding, mutability and garbage collector do have an effect on the performance. All the times where calculated in milli seconds. For the Jdbc connection the insert only took 6 seconds. Whereas the prepared statement took 54 seconds which is a big gap between them both. The delete method had similar results as the prepared statement took 37 seconds which was 30 seconds slower than the jdbc. The prepared statement was again roughly 30 seconds slower again then the jdbc. The select all form the database gave a surprise results as the prepared statement was a lot quicker than the jdbc statement. A factor in it being quicker was creating the user class which was used to help print out everything from the database. The prepared statement was 700 milliseconds quicker than the jdbc connection. Also in the second version, once the garbage collector is called the number of megabytes and bytes used decreased which was expected. In each of the methods we can see the used bytes and megabytes before and after the garbage collector was called

**4.0 Conclusions**

Overall I feel I have a greater understanding into how adding security measures to code will have adverse effects for performance. I also have gained important information into the topic chosen which where secure coding, garbage collector and mutability. It was also the first time I have properly used the garbage collector and mutability and it was a steep learning curve. Hopefully this knowledge gained will be useful for the exam in January. I found my lectures notes on blackboard useful especially the ones on the garbage collector. I found the secure coding part of this artefact very interesting as it was challenging to try and get my system to be unbreakable but one that was very interesting. Before this assignment very little thought went into how I could make me code secure. But now I will have to take secure coding as a must for all my programs. Lastly making objects immutable was very worthwhile, as I never heard of immutable objects before. At the start I was getting a lot of errors while working with mainly they were due to private final instead of jest final

Overall this artefact has been challenging but will help me understand why we code things in certain way and how we can improve our code.
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**6.0 Appendix**

**Stopwatch class**

**package** core;

**public** **class** Stopwatch {

**private** **long** elapsedTime;

**private** **long** startTime;

**private** **boolean** isRunning;

//Constructor set to null

**public** Stopwatch()

{

reset();

}

//Starts the stopwatch. Time starts accumulating now.

**public** **void** start()

{

**if** (isRunning)

**return**;

isRunning = **true**;

startTime = System.*currentTimeMillis*();

}

//Stops the stopwatch. Time stops accumulating & is added to the elapsed time.\_

**public** **void** stop()

{

**if** (!isRunning)

**return**;

isRunning = **false**;

**long** endTime = System.*currentTimeMillis*();

elapsedTime = elapsedTime + endTime - startTime;

}

//Returns the total elapsed time

**public** **long** getElapsedTime()

{

**if** (isRunning)

{

**long** endTime = System.*currentTimeMillis*();

**return** elapsedTime + endTime - startTime;

}

**else**

**return** elapsedTime;

}

// Stops the watch and resets the elapsed time to 0

**public** **void** reset()

{

elapsedTime = 0;

isRunning = **false**;

}

}

**User class**

**package** core;

**public** **class** User\_class {

**int** id;

String fname;

String uname;

/\*\*

\* **@param** id

\* **@param** fname

\* **@param** uname

\*/

**public** User\_class(**int** id, String fname, String uname) {

**super**();

**this**.id = id;

**this**.fname = fname;

**this**.uname = uname;

}

**public** User\_class(){

}

**private** **int** getId() {

**return** id;

}

**private** String getFname() {

**return** fname;

}

**private** String getUname() {

**return** uname;

}

@Override

**public** String toString() {

**return** "User\_class [id=" + id + ", fname=" + fname + ", uname=" + uname + "]";

}

}

**Version 1 class**

**package** core;

**import** java.sql.Connection;

**import** java.sql.DriverManager;

**import** java.sql.PreparedStatement;

**import** java.sql.ResultSet;

**import** java.sql.SQLException;

**import** java.sql.Statement;

**import** java.util.Scanner;

**public** **class** Assignment2

{

// JDBC driver name and database URL

**static** **final** String ***JDBC\_DRIVER*** = "com.mysql.jdbc.Driver";

**static** **final** String ***DB\_URL*** = "jdbc:mysql://localhost/user\_details";

// Database credentials

**static** **final** String ***USER*** = "root";

**static** **final** String ***PASS*** = "";

**public** **static** **void** main(String[] args) **throws** ClassNotFoundException, SQLException {

Connection conn = **null**;

Statement stmt = **null**;

Scanner kb = **new** Scanner(System.***in***);

Stopwatch stopStackInser = **new** Stopwatch();

String sql = **null**;

//STEP 2: Register JDBC driver

Class.*forName*("com.mysql.jdbc.Driver");

//STEP 3: Open a connection

System.***out***.println("Connecting to a selected database...");

conn = DriverManager.*getConnection*(***DB\_URL***,***USER***,***PASS***);

System.***out***.println("Connected database successfully...");

//STEP 2: Register JDBC driver

Class.*forName*("com.mysql.jdbc.Driver");

//STEP 3: Open a connection

stmt = conn.createStatement();

System.***out***.println("#### Options#######");

System.***out***.println("1)Add records");

System.***out***.println("2)delete records");

System.***out***.println("3)update records");

System.***out***.println("4)view records");

System.***out***.println("5)Exit");

System.***out***.print("please eneter record");

**int** option=kb.nextInt();

**switch**(option)

{

**case** 1:

System.***out***.print("Enter firstname");

kb.nextLine();

String fname =kb.nextLine();

System.***out***.print("Enter usertname");

String uname =kb.nextLine();

stopStackInser.start();

sql="insert into user\_details values( "+0+" , ' "+fname+" ', ' "+uname+" ' )";

stmt.execute(sql);

System.***out***.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

**break**;

**case** 2:

System.***out***.print("Enter id to delete");

**int** id =kb.nextInt();

stopStackInser.start();

sql = "DELETE FROM user\_details WHERE user\_id = "+id;

stmt.executeUpdate(sql);

stopStackInser.stop();

System.***out***.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

**break**;

**case** 3:

System.***out***.print("Enter id to update");

kb.nextLine();

id =kb.nextInt();

System.***out***.print("Enter firstname");

kb.nextLine();

fname =kb.nextLine();

System.***out***.print("Enter usertname");

uname =kb.nextLine();

stopStackInser.start();

sql ="UPDATE user\_details set values firstname='"+fname+"'username='"+uname+"' WHERE user\_id= '"+id+"'";

stmt.execute(sql);

stopStackInser.stop();

System.***out***.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

**break**;

**case** 4:

String sql1 = "SELECT \* FROM user\_details";

stopStackInser.start();

ResultSet rs = **null**;

rs = stmt.executeQuery(sql1);

//Processing the ResultSet object

**while** (rs.next())

{

System.***out***.println("ID :"+rs.getInt(1));

System.***out***.println("First Name : "+rs.getString(2));

System.***out***.println("Last Name :"+rs.getString(3));

System.***out***.println("-------------------");

}

System.***out***.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

**break**;

**default** :System.***out***.println("Invalid grade");

}

}

}

**Version 2 class**

package core;

import java.sql.Connection;

import java.sql.DriverManager;

import java.sql.PreparedStatement;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Statement;

import java.util.InputMismatchException;

import java.util.Scanner;

//liam dorrian

//Applied Computing

public class Assignment2\_New {

public static void main(String[] args)

{

final String db\_address = "jdbc:mysql://localhost:3306/user\_details";

final String db\_Name = "com.mysql.jdbc.Driver";

final Connection conn = null;

Statement stmt = null;

try{

Class.forName(db\_Name);

Connection con = DriverManager.getConnection

(db\_address,"root","");

int id = 0;

String fname;

String uname;

final int mb =1024\*1024;

int rowsUpdated;

int option = 0;

Stopwatch stopStackInser = new Stopwatch();

Scanner kb = new Scanner(System.in);

do{

//Menu System

System.out.println("#### Options#######");

System.out.println("1)Add records");

System.out.println("2)delete records");

System.out.println("3)update records");

System.out.println("4)view records");

System.out.println("5)Exit");

System.out.println("#################");

System.out.println("Please input an integer value [1-5]");

while(!kb.hasNextInt())

{

kb.next();

System.out.println(" Error ");

System.out.print("Please input an integer value [1-5]");

}

option = kb.nextInt();

//switch statement

switch(option)

{

case 1:

System.out.println("");

System.out.println( "before GB called");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

System.out.println( "");

System.out.print("Enter firstname");

kb.nextLine();

fname =kb.nextLine();

//making sure no int can be passed in

while(!fname.matches("[a-zA-Z]+$"))

{

System.out.println(" Error ");

System.out.print(" please enter firstname again");

fname =kb.nextLine();

}

System.out.print("Enter username");

uname =kb.nextLine();

//making sure no int can be passed in

while(!uname.matches("[a-zA-Z]+$"))

{

System.out.println(" Error ");

System.out.print("please enter username again");

uname =kb.nextLine();

}

PreparedStatement addeemp = con.prepareStatement

("insert into user\_details values(?,?,?)");

addeemp.setInt(1,0);

addeemp.setString(2, fname);

addeemp.setString(3, uname);

stopStackInser.start();

rowsUpdated = addeemp.executeUpdate();

//ensuring record in inserted.

if (rowsUpdated > 0) {

System.out.println("#######new record Inserted!#######");

}

else

{

System.out.println("########RECORD NOT INSERTED#######");

}

System.gc();//calling garbage collector

System.out.println( "");

System.out.println( "GB called");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

stopStackInser.stop();

System.out.println( "");

System.out.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

break;

case 2:

System.out.println( "before GB called");

System.out.println( "");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

System.out.println( "");

System.out.print("Enter id to delete");

//making sure no string can be passed in

while(!kb.hasNextInt())

{

kb.next();

System.out.println(" Error ");

System.out.print("Enter a valid id to delete");

}

id = kb.nextInt();

System.out.print("");

stopStackInser.start();

PreparedStatement deleteeemp = con.prepareStatement

("DELETE from USER\_DETAILS WHERE USER\_ID =?");

deleteeemp.setInt(1,id);

rowsUpdated = deleteeemp.executeUpdate();

// checking if record went trough

if (rowsUpdated > 0)

{

System.out.println("new record Deleted!");

}

else

{

System.out.println("########RECORD NOT FOUND#######");

}

System.gc();//garbage collecter called

System.out.println( "");

System.out.println( "GB called");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

stopStackInser.stop();

System.out.println( "");

System.out.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

break;

case 3:

System.out.println( "before GB called");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

System.out.println("");

System.out.print("Enter id to update");

while(!kb.hasNextInt())

{

kb.next();

System.out.println(" Error ");

System.out.print("Id not found please try again");

}

id = kb.nextInt();

kb.nextLine();

System.out.println("Enter firstname");

fname =kb.nextLine();

System.out.print("");

while(!fname.matches("[a-zA-Z]+$"))

{

System.out.println(" Error ");

System.out.print(" please enter firstname again");

fname =kb.nextLine();

}

System.out.print("Enter username");

uname =kb.nextLine();

while(!uname.matches("[a-zA-Z]+$"))

{

System.out.print(" ERROR ,please enter username again");

uname =kb.nextLine();

}

stopStackInser.start();

PreparedStatement updateemp = con.prepareStatement

("UPDATE user\_details SET username = ? , first\_name = ? where user\_id = ?");

updateemp.setString(1, uname);

updateemp.setString(2,fname);

updateemp.setInt(3,id);

rowsUpdated = updateemp.executeUpdate();

if (rowsUpdated > 0)

{

System.out.println("new record Updated!");

}

else

{

System.out.println("########RECORD NOT UPDATED#######");

}

System.gc();//garbage collector called.

System.out.println( "");

System.out.println( "GB called");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

stopStackInser.stop();

System.out.println("");

System.out.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

break;

case 4:

System.out.println( "before GB called");

System.out.println( "");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

System.out.println( "");

stmt = con.createStatement();

String query = "select \* from user\_details";

System.gc();//garbage collector called.

stopStackInser.start();

ResultSet rs = stmt.executeQuery(query);

User\_class user = new User\_class();

while (rs.next())

{

user.id = rs.getInt("user\_id");

user.uname = rs.getString("username");

user.fname = rs.getString("first\_name");

System.out.println( user.id + " " + user.uname+" "+ user.fname);

stopStackInser.stop();

}

System.out.println( "");

System.out.println( "GB called");

System.out.println("used memory megabytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) / mb);

System.out.println("used memory bytes"

+ ( Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory()) /8);

System.out.println("Time Taken "+stopStackInser.getElapsedTime());

stopStackInser.reset();

rs.close();

break;

case 5:

break;

default :System.out.println("Invalid number !! Try again");

break;

}

}while(option!=5);

}catch(SQLException se){

//Handle errors for JDBC

se.printStackTrace();

}catch(Exception e){

//Handle errors for Class.forName

e.printStackTrace();

}finally{

//finally block used to close resources

try{

if(stmt!=null)

conn.close();

}catch(SQLException se)

{

}// do nothing

try{

if(conn!=null)

conn.close();

}catch(SQLException se){

se.printStackTrace();

}//end finally try

}//end try

System.out.println("Goodbye!");

}

}